**Running PageRank on Wikipedia**

**Goals:**

1. Understand the PageRank algorithm and how it works in MapReduce
2. Implement PageRank and execute it on a large corpus of data
3. Examine the output from running PageRank on Wikipedia to measure the relative importance of pages in the corpus

**PageRank:**

This homework is a more involved process containing several different MapReduce passes used sequentially. The input to the program are pages from the English-language edition of Wikipedia.

The Wikipedia pages are stored in an XML format, with several (many thousands) of pages per file. This has been further preprocessed such that all the XML for a single page is on the same line. This makes it easy for us to use the default InputFormat, which performs one map() call per line of each file it reads. The mapper will still perform a separate map() for each page of Wikipedia, but since it is sequentially scanning through a small number of very large files, performance is much higher than in the separate-file case.

Each page of Wikipedia is represented in XML as follows:

![http://net.pku.edu.cn/~course/cs402/opencourse/homework/Homework5.files/image001.gif](data:image/gif;base64,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)

As mentioned before, the pages have been "flattened" to be represented on a single line. So this will be laid out on a single line like:

<title>Page Name</title>(other fields)<revision optionalAttr="val"><text \

optionalAttr="val2">(body)</text></revision>

The body text of the page also has all newlines converted to spaces to ensure it stays on one line in this representation.

**MapReduce Steps:**

This presents the high-level requirements of what each phase of the program should do: (While there may be other, equivalent implementations of PageRank, this is a straightforward one we can use for this homework.)

**Step 1: Create Link Graph**

The PageRank algorithm operates by distributing PageRank value from pages to their neighbors by traversing the link graph representation of the pages. This step parses all the page-to-page links out of the page bodies, and maps each page to a list of the pages it links to. The reducer is simply the identity function, as no data relevant to a particular page needs to be combined in from other pages: each page and its out-links is a self-contained unit.

As for the mapper:

         The input to the mapper is a key consisting of the byte offset into this large XML file of the current line, and a value consisting of a single line of flattened XML.

         The output of the mapper should have the page name (between <title>....</title>) as its key.

         The output value should be all of the links extracted from the line of text, as well as an initial PageRank value for the page equal to "d". (d is the "random jump probability"; use the value 0.15) The format of this output value should be something you can easily parse into its individual components, later.

         Links are represented in the input as either "[[TargetPageName]]" or "[[PageName|DisplayText]]". You should discard any display text.

         If the current line of text in the mapper is not a <page>...</page>, there should be no output.

         Note that we are uninterested in the text of the article: while this is useful for indexing, this is orthogonal to PageRank.

**Step 2: PageRank Distribution**

The actual algorithm itself is encoded in the PageRankMapper and PageRankReducer classes. Because PageRank is an iterative algorithm, this MapReduce task is run several times over.

         You do not need to determine end criteria for the PageRank algorithm; just use a fixed loop of 10 iterations in your driver

         The mapper receives as input a slice of the link graph:

  The key is the page name

  The value is the outgoing page list and PageRank value from the previous iteration

   (This is the same format as you emitted in step 1)

The mapper receives as input a Text object representing a slice of the link graph: one page and all its outbound links, as well as its current PageRank (carried over from the previous iteration, or an initial seed value). It then allocates equal fractions of the current PageRank of the input page to each of its outbound links. The outputs of the mapper are pairs of the form: <TargetPageName, PageRankFragment>. Because we want to preserve the link graph for future iterations, we also emit the link graph slice to our own PageName.

The reducer receives as input everything with the same PageName key. This is a set of PageRankFragments -- floating-point values representing fractions of the PageRanks of all pages which point to the current PageName -- as well as the outbound link set for this PageName. The reducer sums these fragments and calculates the new PageRank for the current page using the formula *(1 - D) + D\*Sum(PR\_fragment\_inputs)*. It then formats a final output string using the same format as the mapper input, incorporating the link graph slice and the current PageRank.

Note that the reducer can be used as a combiner.

**Step 3: Cleanup and Sorting**

The goal of this homework is to understand which pages on Wikipedia have a high PageRank value. Therefore, we use one more "cleanup" pass to extract this data into a form we can inspect. Write a PageRankCleanupMapper to do this step.

The mapper in this step receives a <PageName, (PageRank, OutboundLinkList)> datum, just like the PageRank calculator. It emits as output <PageRank, PageName>, discarding the link list. Note that the PageRank is now the key, and PageName is the datum. This implicitly sorts the values by PageRank, as keys passed to a reducer are processed in sorted order. The reducer is simply the identity function.

At this point, the data can be inspected and the most highly-ranked pages can be determined.

**Implementation:**

Implement the PageRank algorithm described above. You will need a driver class to run this process, which should run the link graph generator, calculate PageRank for 10 iterations, and then run the cleanup pass. Run PageRank, and find out what the top ten highest-PageRank pages are.

Overall advice:

          We provide a test data set.

         SequenceFiles are a special binary format used by Hadoop for fast intermediate I/O. The output of the link graph generator, the input and output of the PageRank cycle, and the input to the cleanup pass, should all be set to org.apache.hadoop.mapred.SequenceInputFormat and SequenceOutputFormat.

         Test running a single pass of the PageRank mapper/reducer before putting it in a loop

         Each pass will require its own input and output directory; one output directory is used as the input directory for the next pass of the algorithm. Set the input and output directory names in the JobConf to values that make sense for this flow.

         Create a new JobClient and JobConf object for each MapReduce pass. main() should call a series of driver methods.

         Remember that you need to remove your intermediate/output directories between executions of your program

         The input and output types for each of these passes should be Text. You should design a textual representation for the data that must be passed through each phase, that you can serialize to and parse from efficiently.

         The PageRank for each page will be a very small floating-point number. You may want to multiply all PageRank values by a constant 10,000 or so in the cleanup step to make these numbers more readable.